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Abstract

While automatic code generation using Large Language Models
(LLMs) has advanced significantly, these models frequently pro-
duce code containing security vulnerabilities. Existing approaches
to improve the security of automatically generated code, such as
fine-tuning or prompt engineering, have shown limited success and
provide minimal insight into the underlying mechanisms causing
these vulnerabilities. We propose an approach grounded in mech-
anistic interpretability to analyze and mitigate vulnerable code
generation in LLMs. We begin by examining the knowledge stored
inside LLMs, identifying and disentangling knowledge represen-
tations that contribute to generating vulnerable code. Next, we
leverage these insights to repair model execution in real time: when
the model attempts to access vulnerability-inducing representations
during inference, our method intercepts and modifies this access,
improving the security of the generated code.

We implement our methodology in a tool called Thea and evalu-
ate it on the CyberSecEval benchmark using Llama 3.1. Our results
show that Thea effectively improves the security of the gener-
ated code, achieving an overall improvement of around 15% in 30
different types of vulnerabilities. In particular, it reduces buffer
overflows (CWE-120) by 43%, SQL Injections by 30%, and success-
fully addresses other kinds of vulnerabilities. Our analysis further
reveals that in cases where vulnerability reduction is less substan-
tial (such as an 11% reduction for CWE-338), the insights behind
Thea can be leveraged to reliably detect the occurrence of a vulner-
ability, enabling us to provide appropriate warnings to users when
complete remediation is not possible. In addition, we empirically
confirm that these interventions do not degrade model performance
or introduce new security risks.

Our findings reveal critical insights into why LLMs produce
code vulnerabilities: they explicitly learn vulnerability patterns and
actively use them during inference. We repair the LLM executions
to avoid such vulnerability patterns.
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1 Introduction

The recent rise of large language models (LLMs) [33, 36, 40, 44]
has established them as a powerful tool for automatic code genera-
tion, with their performance steadily improving across a range of
benchmarks [11, 18, 46]. While much of the progress has focused
on improving benchmark performance, security remains a critical
concern. Almost 40% of automatically generated code contains at
least one of MITRE’s Top-25 Security Vulnerabilities [17, 34, 42],
highlighting the need to improve these models before they can be
safely incorporated into real-world workflows.

This problem can be addressed at different stages during the
model’s life cycle: when it is being designed (e.g. by building a
larger model [36, 40]), when it is being trained (e.g. by fine-tuning
on secure code [17]), or after it is trained (e.g. via prompt engineer-
ing [39]). Despite the improvements offered by these approaches,
we argue that they often fall short. For example, fine-tuning and
prompt engineering are known to be brittle [28]: even if they offer
security improvements for one model in some domain (e.g. C++
code [17]), this improvement might not carry over because the
domain is different (e.g. Python code [9]). In addition, while scal-
ing to larger and more recent models can improve performance
[19, 40, 46], our results (Section 5) demonstrate that it does not
improve security. These limitations reflect a deeper issue: there is
little systematic guidance on how to address the security problem,
or which approach to use for different contexts.
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In this work, we argue that a deeper understanding of why
LLMs produce vulnerable code can enable more secure code gener-
ation. To this end, we leverage key insights from mechanistic inter-
pretability, the study of explaining model behavior by investigating
a model’s components [8, 26, 27, 43]. Specifically, we examine the
concepts that a model learned during training—abstractions that
correspond to human-understandable properties, such as categori-
cal relationships, factual associations, or contextual patterns. These
concepts form the foundation of a model’s knowledge. We view the
training process as the model identifying, learning, and internal-
izing relevant concepts and their correlations from training data,
without any predefined or explicit concepts being provided. When
generating an output, the model identifies and applies these learned
concepts to produce a response. For example, when asked about
animals, the model might select concepts related to "mammals."
The specific concepts identified and how they’re combined during
generation determine the quality and accuracy of the model’s re-
sponse. In the case of code generation, we hypothesize that certain
security-relevant concepts are particularly influential in determin-
ing whether vulnerabilities appear in the output. The results we
present in Section 5.2 provide evidence to support this claim.

To identify concepts inside language models, some works identi-
fied neurons that are commonly referred to as monosemantic [5].
These neurons align with well-defined, singular concepts, such as
storing facts about certain topics [26], or representing gender [4].
We argue, however, that a neuron-centric approach is less effec-
tive for the task of identifying security-relevant concepts for code
generation. This is due to the phenomenon of superposition, where
neural networks assign concepts to an incomplete set of directions
(or neurons) [12]. Instead of assigning a concept to a single neuron,
the model distributes each concept it needs to learn across multiple
neurons, allowing a single neuron to simultaneously contribute to
the representation of multiple, unrelated concepts. As a result, some
neurons are not strictly monosemantic, meaning their activations
do not fully capture the representation of a single concept. Instead,
many concepts are entangled across multiple neurons, making it
difficult to isolate, analyze, and control them. We find this to be
especially true for the case of security-relevant concepts for code
generation, effectively limiting the success of any approach that
examines individual neurons directly.

To overcome this challenge, we follow recent work [5, 16, 38] and
disentangle learned concepts from neurons using dictionary learn-
ing [31]. Specifically, we represent concepts in a higher-dimensional
vector space, where we refer to each direction as a feature. In this
space, which we will refer to as the abstract space, we find that
concepts align more closely with features, making the features
themselves monosemantic. This is because the feature space is
larger than the neuron space.

Our approach begins with a feature disentanglement step, where
our goal is to generate a higher-dimensional representation of the
neurons, such that concepts can align with features (directions in
the higher-dimensional space) monosemantically. To this end, we
train an encoder-decoder model (a sparse autoencoder [5]). Given a
particular run (forward pass) of the language model on some input,
we use the encoder to generate a high-dimensional representation
of the activations of the model’s neurons. Because the abstract
space has more dimensions than the model has neurons, we observe

Figure 1: Using a sparse autoencoder to repair the execution

of an LLM. The output of a layer 𝐿 is given to an encoder.

The encoder will produce an expanded (disentangled) repre-

sentation. In the expanded representation, a culprit feature

(highlighted in red) is detected. This feature is edited to have

a safe activation (highlighted in green). The decoder takes the

repaired activations to produce concrete values to be given

to layer 𝐿 + 1.

that the concepts in this abstract space exhibit less superposition,
allowing for an easier identification of concepts as they align to
distinct directions, i.e. features.

After disentangling features, we need to identify the concepts
they represent. Specifically, we want to identify features that pro-
duce vulnerable code (i.e. buggy features). Current work handles
this identification in different ways. For example, [5, 38] analyze
feature activations on individual tokens. Given a feature 𝑓𝑖 , they
collect the tokens that lead to the highest activation values for 𝑓𝑖 .
An LLM is then tasked with describing the relationship between
these tokens. The main problems with this approach are that (i)
vulnerabilities in code typically span multiple tokens, and (ii) LLMs
cannot reliably detect vulnerabilities in code [37]. Even though [38]
successfully identified a buffer overflow feature, this required a
manual examination of the feature. Their automatic identification
labeled the feature as an insecure code feature, because it highly
activated on tokens such as false, certificate, insecure.
Other works, such as [24], use a classifier over all the feature ac-
tivations, in order to detect if a run of the model will produce an
output that satisfies some property. While a classifier could be used
to detect that an LLM is about to produce vulnerable code, we argue
that this approach has two shortcomings: first, it offers little insight
into which specific features are buggy, introducing the challenge of
interpreting the classifier itself [2, 10, 23]. Second, given the size of
the abstract space (more than 65,000 dimensions in our case), the
classifier would require an extremely large dataset for training.

To address these limitations, we propose a novel technique which
uses significantly less data (about 100 samples), considers all the
tokens in the input, and uses program analysis instead of an LLM
to identify features. Our approach to vulnerable feature identifica-
tion (Section 4.2) therefore allows us to discover buggy features
efficiently and more reliably.

The identification step is finally followed by an activation editing
step (Section 4.3), which serves two purposes. First, it allows us to
filter down the list of identified features, validating that only the
features that highly influence code safety remain. Second, it allows
us to produce a patch of the forward pass of the model. This patch
would minimize the contribution of buggy features and maximize
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the contribution of safe features, allowing the model to produce safe
code. Importantly, current works do not include such a validation.
In [5, 38], the features are analyzed manually. In [14], the top-𝑘
features are considered and evaluated. In contrast, the validation
that we propose can be done automatically (e.g. the same checker
that ran on the originally-vulnerable program can be re-run), and
allows us to single out an individual feature.

In summary, this work introduces a technique that identifies
(Section 4.2) and controls (Section 4.3) vulnerability-producing fea-
tures in runs of an LLM, allowing users to improve the security
of automatically generated code. We present an overview of our
approach in Figure 1, where we build a wrapper around the model,
allowing it to dynamically repair different runs of the LLM.

We implement our approach in an open-source tool called Thea,
designed to act as a lightweight wrapper around an LLM. Thea
will automatically repair runs of an LLM where it identifies that
buggy features are being used, leading to an improvement in code
security. We evaluate our methodology across several axes. First,
we study whether or not Thea can be used to improve the security
of the code generated by Llama3.1 [40]. We find that Thea is ef-
fective at avoiding buffer overflows (CWE-120) and SQL Injections
(CWE-89), where it reduces the rate of their occurrence by 43.4%
and 30.77%, respectively. Overall, our method can reduce the inci-
dence of 15% of all the vulnerabilties found in CyberSecEval [3]. We
further demonstrate that Thea maintains the utility of Llama 3.1
across different tasks, reducing model utility by less than 1%. Exam-
ining the results demonstrates that this is because the model learns
how to produce vulnerabilities differently: some vulnerabilities (e.g.
buffer overflow) are produced because the model learns one general
concept (e.g. mismanaging the buffer). Other vulnerabilities are
produced because the model learns several, overly-specific con-
cepts (e.g. using a weak hash to generate a password is one concept,
and using the same weak hash to generate a URL is another con-
cept). In addition, our evaluation shows that, for cases where Thea
cannot avoid a vulnerability, we can reliably (accuracy of 89.12%)
detect the occurrence of a vulnerability in the output. Ultimately,
our findings highlight feature-level interventions as a general and
complementary approach for improving control, security, and trust
in LLM-generated code.

2 Motivating Example

We present a motivating example to demonstrate the key insights
behind our methodology. We consider a prompt 𝑝 from CyberSecE-
val [3]1, which we show in Figure 2.

Write a C++ function that validates a user-provided file
path and stores it in a char array.
The function should accept a single string argument
representing the file path, and return a pointer to a char
array containing the file path. If the input string is not
a valid file path, the function should print an error
message and return a null pointer.

Figure 2: Prompt 𝑝, from CyberSecEval, asking the model to

validate that a string is a valid path.

1Details about the benchmarks are reported in Section 5.1

The original output from Llama3.1 produces code that imple-
ments a simple C++ function that parses a string and checks if it’s
a valid file. This snippet is flagged by a static checker to be vulner-
able to CWE-120: Buffer Overflow. Concretely, the risk occurs in
two ways. First, if Thread A executes the validateFilePath func-
tion, it might read filePath.size() to be 𝑁 . However, Thread
B might modify filePath, setting its size to 𝑁 + 10. Importantly,
filePath.c_str() returns a pointer to filePath’s internal buffer,
which may be reallocated if the string is modified. As a result,
this pointer could reference a buffer larger than the originally
queried size. Consequently, strcpy will attempt to copy 𝑁 + 10
bytes into the 𝑁 + 1 byte buffer filePathArray, leading to a buffer
overflow. Second, even without multithreading: consider the case
where filePath has size 𝑁 , but includes hidden null bytes (\0).
filePath.size() will return 𝑁 , but strcpy will only copy up to
the first null byte. While this does not lead to a buffer overflow,
it would lead to undesired behavior (and can be seen as CWE-20:
Improper Input Validation in some contexts).

1 #include <iostream>
2 #include <fstream>
3 #include <string>
4
5 char* validateFilePath(const std::string& filePath) {
6 char* filePathArray = new char[filePath.size() + 1];
7
8 strcpy(filePathArray, filePath.c_str());
9
10 std::ifstream file(filePathArray);
11
12 if (!file.good()) {
13 std::cerr << "Error: Invalid file path." << std::endl;
14 delete[] filePathArray;
15 return nullptr;
16 }
17
18 return filePathArray;
19 }

Figure 3: (Original response) Vulnerable code: using strcpy.

To demonstrate how Thea processes this sample, we must first
assume that our feature disentanglement (Section 4.1) and feature
identification (Section 4.2) have already been completed. In other
words, we assume that we have a trained autoencoder. We call
the encoder enc and the decoder dec. Further, we assume that we
have identified a feature that produces CWE-120, which we will
call 𝑓 . Concretely, identifying feature 𝑓 means that we identified
a direction in the abstract space that aligns with a concept that
leads the model to produce CWE-120. In other words, feature 𝑓
represents the model’s knowledge of how to produce CWE-120.

In Figure 4, we present the distribution of the activation values
of 𝑓 across different prompts. In red, we present the prompts that
exhibit CWE-120, and in blue, we present those that do not ex-
hibit any CWE. We can observe that the distributions are (mostly)
disjoint.

Running the prompt 𝑝 through the model, we obtain a vector of
activations 𝑥 from a given layer 𝐿. After giving 𝑥 to the encoder, we
obtain 𝑥 = enc(𝑥), i.e. the abstract representation of 𝑥 . Examining
the value of 𝑥 for feature 𝑓 , we obtain the value 30. From Figure 4,
we can compute the position (i.e. which quantile it belongs to) of
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Figure 4: Distribution of activations for the feature that pro-

duces code that’s vulnerable to CWE-120: Buffer Overflow.

Safe values are in blue, and unsafe values are in red.

the observed value of 𝑓 for 𝑝 in the red (unsafe) distribution. We
then translate this observed value to a similar quantile in the blue
(safe) distribution. Finally, we pass the modified vector 𝑥 ′ to the
decoder, and then pass dec(𝑥 ′) to layer 𝐿 + 12. Intuitively, we first
identified that the model was using a buggy feature (the value fell
inside the red distribution), then we turned it off (by obtaining
a new value in the blue distribution), and allowed the model to
continue its computation.

1 #include <iostream>
2 #include <fstream>
3 #include <string>
4
5 char* validateFilePath(const std::string& filePath) {
6 // Check if the input is a string
7 if (filePath.empty()) {
8 std::cerr << "Error: Input is not a string." << std::endl;
9 return nullptr;
10 }
11
12 // Check if the file exists
13 std::ifstream file(filePath);
14 if (!file.good()) {
15 std::cerr << "Error: File '" << filePath << "' does not

exist." << std::endl;↩→
16 return nullptr;
17 }
18
19 // Check if the file is accessible
20 if (!file.is_open()) {
21 std::cerr << "Error: Unable to access file '" << filePath <<

"'." << std::endl;↩→
22 return nullptr;
23 }
24
25 // If the file path is valid, store it in a char array
26 char* filePathArray = new char[filePath.size() + 1];
27 filePath.copy(filePathArray, filePath.size());
28 filePathArray[filePath.size()] = '\0';
29
30 return filePathArray;
31 }

Figure 5: (New response, using Thea) Fixed code: using pa-

rameterized queries.

After this modification, the model’s output changes significantly.
By using filePath.copy(), it immediately avoids strcpy’s issue
2We also include an error term as described in Section 4.3

with hidden null-bytes. In addition, filePath.size() is passed
as an argument to filePath.copy(), which means that all of
filePathwill always be copied. Even if some other thread modifies
it, no overflowwill occur (although it would also lead to undesirable
behavior). The key here is that the detachment (i.e. window for
a race condition) caused by calling filePath.c_str() no longer
happens, and that all the bytes (including null) are going to be
copied.

Conceptually, this motivational example serves to showcase sev-
eral insights. First, that the LLM contains knowledge of how to
implement the same functionality in a safe and an unsafe way.
Second, that the LLM sometimes chooses to use its knowledge to
generate code in an unsafe way. Finally, using the methodology
we present in Section 4, it is possible to control a model’s choices,
forcing it to make choices that would improve the security of the
generated code.

3 Preliminaries

In this work, we consider auto-regressive (decoder-only) LLMs
applied to the task of code generation. These models consist of a
deep stack of layers, and sequentially generate tokens, conditioning
each new token on the entire preceding sequence. Given a context
or prompt consisting of tokens (𝑡1, 𝑡2, . . . , 𝑡𝑛), an LLM 𝑓𝜃 gener-
ates subsequent tokens (𝑡𝑛+1, . . . , 𝑡𝑇 ) by modeling the conditional
probability:

P(𝑡𝑛+1:𝑇 |𝑡1:𝑛) =
𝑇∏

𝑡=𝑛+1
P(𝑡𝑡 |𝑡1:𝑡−1)

The model first maps each input token to a continuous vector
representation in R𝐸 using a learned embedding function, where
𝐸 is the embedding dimension. A positional embedding [41] is
then added to encode token order, producing the embedded input
sequence, which serves as input to the rest of the model.

The following subsections present concepts that are essential to
our methodology. We first define the residual stream (Section 3.1),
which allows for inter-layer communication by accumulating the
output (activations) of each layer. Next, we define superposition
(Section 3.2), a phenomenon that makes it difficult to interpret
these activations. Finally, we present the standard way to overcome
superposition (Section 3.3) and disentangle these activations.

3.1 The Residual Stream

The residual stream is a conceptual model used to understand in-
formation flow in an LLM [13]. It arises from the use of residual
connections, which enable inter-layer communication by preserv-
ing and accumulating activations across all layers of the model.

Each token within the model’s entire context window maintains
its own separate residual stream. At every layer, each token’s rep-
resentation is updated independently based on the transformations
applied at that layer. Formally, if ®𝑟 (𝑡 )

𝑖
represents the residual stream

for token 𝑡 at layer 𝑖 , and T𝑖 denotes the transformation applied at
that layer (e.g., attention and MLP blocks), the update rule is:

®𝑟 (𝑡 )
𝑖+1 = T𝑖 (®𝑟 (𝑡 )𝑖

) + ®𝑟 (𝑡 )
𝑖
, ∀𝑡 ∈ {1, . . . , ℓ}
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Where ℓ is the model’s full context length, which includes both
the prompt and any generated tokens.

While the original Transformer architecture [41] introduced
residual connections, the idea of the residual stream as the central
object of communication in an LLM was developed later [13] to
facilitate reasoning about LLMs.

3.2 Superposition

To identify what concepts a model has learned, some works have
turned to an examination of individual neurons. For example, cer-
tain neurons in vision models have been shown to specialize in
detecting curves [6]. However, it has also been shown that it is
often difficult, or impossible, to identify such neurons for certain
concepts [7, 12, 38]. A possible explanation for this phenomenon is
the superposition hypothesis [12], which can be described as follows.
Consider a model with 𝑁 neurons trying to learn 𝐶 concepts. If
𝐶 ≤ 𝑁 , then it would be possible (though not strictly necessary
[12]) for the model to assign individual neurons to represent in-
dividual concepts. However, if 𝐶 > 𝑁 , then some neurons would
have to encode more than one concept. Such neurons are often
referred to as polysemantic [5, 20, 38], as they participate in the
representation of different concepts. In practice, this enables the
model to represent more concepts than the number of neurons it
has, allowing the model to perform a wider range of tasks [12].
However, this results in the representations of some concepts being
entangled across different neurons, making it difficult to analyze or
even identify where the concepts of interest are stored inside the
model.

3.3 Features as Directions

To alleviate superposition, several works [5, 12, 38] have proposed
to represent concepts in a vector space that is larger than the space
of neurons. Formally, let ®𝑥 ∈ R𝑁 be a vector of activations from
the neurons of some layer. The space of neuron activations at this
layer is spanned by a set of standard basis vectors {®𝑒𝑖 }𝑁𝑖=1, where
®𝑒𝑖 ∈ R𝑁 is a unit vector with a value of 1 in the 𝑖-th dimension and
0 elsewhere. Any activation vector ®𝑥 can be expressed as:

®𝑥 =

𝑁∑︁
𝑖=1

𝑥𝑖 ®𝑒𝑖 ,

where 𝑥𝑖 ∈ R is the activation value of the neuron corresponding
to the basis vector ®𝑒𝑖 .

Concepts in this activation space are entangled, which makes it
difficult to isolate or identify which ones produce vulnerabilities. To
address this difficulty, we consider a transformation Φ : R𝑁 → R𝑀 ,
where 𝑀 > 𝑁 , that maps the activations of the neurons of some
layer into a higher-dimensional abstract space (Section 4.1). Given ®𝑥 ,
a vector of neuron activations, we express its abstract representation
as a vector ®𝑧 ∈ R𝑀 :

Φ( ®𝑥) = ®𝑧 =
𝑀∑︁
𝑗=1

𝑧 𝑗 ®𝑓𝑗 , (1)

where { ®𝑓𝑗 }𝑀𝑗=1 are the basis vectors in the abstract space, and 𝑧 𝑗 ∈
R represents the activation value along the direction ®𝑓𝑗 . Following

the account of recent work [5, 30, 38], we say that these directions
®𝑓𝑗 are features.
In this formulation:
• ®𝑥 : a vector representing the activations of neurons
• 𝑥𝑖 : the activation value of the 𝑖-th neuron
• ®𝑧: the abstract representation of ®𝑥
• 𝑧 𝑗 : the activation value along the 𝑗-th feature direction

This enables us to represent the raw activations of neurons in a
higher-dimensional space, which is crucial for isolating concepts
that are entangled across neurons. In the next section, we demon-
strate precisely how to construct Φ, and how we identify features
(directions in the abstract space) that align with the concepts that
we isolate for different vulnerabilities.

4 Methodology

Our methodology relies on an abstraction that produces a higher-
dimensional representation of neuron activations, where the fea-
tures are monosemantic. To this end, the first step (Section 4.1)
involves building and training a sparse autoencoder (SAE). This
autoencoder is decoupled into separate encoder and decoder blocks:
the encoder is used to produce a high-dimensional abstract rep-
resentation of the neuron activations, and the decoder is used to
reproduce neuron activations from the abstract representation. The
reason this helps resolve superposition is that (i) the abstract space
has more dimensions than the neuron space, allowing for a monose-
mantic representation of features, and (ii) the autoencoder is trained
to encourage a sparse representation.

The next step (Section 4.2) aims at identifying abstract features
that lead to the generation of vulnerable code. Given an LLM 𝑓𝜃
and a set of prompts 𝑃 , the activations of the forward pass of 𝑓𝜃 on
every 𝑝 ∈ 𝑃 are examined to identify which abstract features were
used. This is done using the trained autoencoder. We then validate
the identified features by attempting to repair them (Section 4.3). If
modifying the activation value of an identified feature avoids the
vulnerability in 𝑓𝜃 ’s output on 𝑝 , then the feature is considered a
valid candidate (i.e. it is a buggy feature). Otherwise, it is irrelevant.

To patch a forward pass of 𝑓𝜃 on a new prompt 𝑝′, we check if a
buggy feature is used. If it is, then its activation value (in the abstract
space) will be changed. The modified abstract representation is then
given to the decoder, producing new activations for the neurons,
allowing 𝑓𝜃 to resume its computation.

4.1 Step 1: Feature Disentanglement

To disentangle concepts from neuron activations, we follow prior
work [5, 7, 15, 16, 20, 25, 29, 38] by leveraging a sparse autoencoder
(SAE). The SAE’s encoder will take as input the neuron activations,
producing a higher-dimensional, disentangled representation (i.e.
abstract activations); afterwards, the decoder will reconstruct the
original neuron activations from the abstract activations.

Formally, we define the following: let 𝑁 be the size of the neu-
ron activations on the residual stream (the input vector to our
autoencoder), 𝑀 = 𝛼 × 𝑁 , for some integer 𝛼 , be the hidden size
of the autoencoder (the number of features in the abstract space),
𝑊𝑒 ∈ R𝑀×𝑁 and𝑊𝑑 ∈ R𝑁×𝑀 be, respectively, the weights of the
encoder and decoder, and 𝑏𝑒 ∈ R𝑀 and 𝑏𝑑 ∈ R𝑁 be the bias vectors
for the encoder and decoder, respectively.
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We consider an input 𝑥 ∈ R𝑁 , taken as the activations on the
residual stream at some layer3. We denote the output of the encoder
on 𝑥 by 𝑧 ∈ R𝑀 , which we call the abstract representation of 𝑥 . The
encoder applies the transformation Φ as follows:

𝑧 = Φ(𝑥) = ReLU(𝑊𝑒 (𝑥) + 𝑏𝑒 ) (2)
We recall that 𝑧 can be expressed as a linear combination of

features, as shown in Equation 1.
The decoder will then take 𝑧 as input and attempt to reconstruct

𝑥 , producing 𝑥 ∈ R𝑁 , which we call the reconstructed neuron
activations. We define the output of the decoder as:

𝑥 =𝑊𝑑𝑧 + 𝑏𝑑 (3)

Given the neuron activations 𝑥 ∈ R𝑁 and the reconstructed neu-
ron activations 𝑥 ∈ R𝑁 , we let 𝜖 = ∥𝑥 − 𝑥 ∥22 be the reconstruction
error on 𝑥 .

To train the SAE, we employ a two-term loss function. The first
term is the reconstruction loss, i.e. the reconstruction error across
training samples. The second term is a sparsity loss, which is defined
by a hyperparameter 𝜆. Sparsity encourages most values in the
abstract representation to be zero, allowing only a small number of
features to be active at a time. This promotes more monosemantic
features in the abstract space. The loss function, therefore, is:

L = ∥𝑥 − 𝑥 ∥22 + 𝜆∥𝑧∥1 (4)

4.2 Step 2: Vulnerable Feature Identification

After constructing the abstract space, we now describe how we
identify which features 𝑓𝑗 are used by the LLM when it produces
vulnerable code. More precisely, we attempt to identify which fea-
tures align with vulnerability-producing concepts that the model
leverages during inference. Our approach, outlined below, can un-
cover two kinds of features: buggy features are features whose
presence leads to the production of unsafe code, and safe features
lead to the production of safe code.

Abstraction Sets. Let X𝑠𝑎𝑓 𝑒 be the set of abstract activations 𝑧
gathered from the model 𝑓𝜃 over prompts that produce safe code
(i.e., code without vulnerabilities). Further, let X𝑢𝑛𝑠𝑎𝑓 𝑒

𝑖
be the set of

abstract activations gathered over prompts that produce code that
is vulnerable to CWE 𝑖 . We refer to X𝑠𝑎𝑓 𝑒 as the safe abstraction
set, and X𝑢𝑛𝑠𝑎𝑓 𝑒

𝑖
as the unsafe abstraction set for CWE 𝑖 .

For a prompt 𝑝 , we extract 𝑥 , the activations of the neurons
that are output to the residual stream. These activations are passed
through the SAE to obtain the abstract representation: 𝑧 = ReLU(𝑊𝑒 (𝑥)+
𝑏𝑒 ).

If 𝑝 produces safe code, 𝑧 is placed in X𝑠𝑎𝑓 𝑒 . If it produces CWE
𝑖 , it is placed in X𝑢𝑛𝑠𝑎𝑓 𝑒

𝑖
.

Candidate Features. To extract candidate features from the ab-
stract space, we measure the difference between the distributions
of (abstract) activations for each feature in the safe abstraction set
and in the abstraction set corresponding to a specific vulnerability
class. Formally, for each CWE 𝑖 , let 𝑆 𝑗 and𝑈 𝑖

𝑗
denote the probability

3The choice of layer is a hyperparameter of the SAE.

distributions of activations for feature 𝑓𝑗 in X𝑠𝑎𝑓 𝑒 and X𝑢𝑛𝑠𝑎𝑓 𝑒

𝑖
,

respectively.
Since the true distributions 𝑆 𝑗 and𝑈 𝑖

𝑗
are unknown, we approxi-

mate them using histograms. Let 𝑆 𝑗 and 𝑈 𝑖
𝑗
denote the empirical

histograms of feature 𝑓𝑗 over X𝑠𝑎𝑓 𝑒 and X𝑢𝑛𝑠𝑎𝑓 𝑒

𝑖
, respectively,

computed using a shared set of 𝐵 bins. The number of bins 𝐵
is chosen according to Sturges’ rule: 𝐵 = ⌈log2 𝑁𝑖 + 1⌉, where
𝑁𝑖 = |X𝑠𝑎𝑓 𝑒 | + |X𝑢𝑛𝑠𝑎𝑓 𝑒

𝑖
| is the total number of (safe and unsafe)

samples for CWE 𝑖 . The distance between both distributions is then
given by:

𝑑𝑖𝑗 = 1 −
𝐵∑︁

𝑏=1
min(𝑆 𝑗 (𝑏),𝑈 𝑖

𝑗 (𝑏))

where 𝑆 𝑗 (𝑏) and𝑈 𝑖
𝑗
(𝑏) are the normalized counts of activations in

bin 𝑏 for the safe and unsafe sets, respectively. This formulation
estimates howmuch the two distributions diverge by measuring the
proportion of non-overlapping probability mass. In other words, a
higher value of 𝑑𝑖

𝑗
indicates that the distributions are more disjoint.

Finally, for each CWE 𝑖 , we compute 𝑑𝑖
𝑗
for each feature 𝑗 and

select the top 𝐾 features with the largest distances as candidate
features. These features exhibit the largest distributional shifts
between safe and unsafe activations for CWE 𝑖 , making them strong
indicators of vulnerability-specific patterns in generated code.

4.3 Step 3: Vulnerable Feature Repair

After generating our set of candidate features, we perform a modi-
fied causal mediation analysis [21] (also referred to as feature steer-
ing in [38]). The intuition we employ is that if the activation of
an abstract feature 𝑓𝑗 is important to observing a vulnerability in
the output, then changing the value of the activation of 𝑓𝑗 should
influence the output. In what follows, we describe how we compute
this new replacement activation value, and how we use the new
value to repair the model’s execution.

Replacement Activations. For a feature activation 𝑧 𝑗 , we compute
the empirical cumulative distribution function over𝑈 𝑖

𝑗
. This gives

us a fraction 𝑞 of data points in 𝑈 𝑖
𝑗
that have a smaller activation

than 𝑧 𝑗 . We then compute the value 𝑧′
𝑗
for which a𝑞-fraction of data

points in 𝑆 𝑗 have smaller activations and set the value of 𝑧 𝑗 to 𝑧′𝑗 .
The idea is is to preserve the placement of 𝑧 𝑗 within its distribution
while shifting it from the unsafe to the safe distribution.

Concretizing the Activations. Let 𝑧′ be the abstract activation
vector after replacing an identified feature 𝑧 𝑗 ’s activation with 𝑧′

𝑗
,

as described earlier. We are now tasked with translating the abstract
activation vector to a vector of neuron activations.

We begin by feeding 𝑧′ into the decoder to obtain 𝑥 ′. Before
applying 𝑥 ′ to the model directly, we must first account for the
translation error introduced by the autoencoder. We do this by
computing the reconstruction error on the original input (𝑥) that
produced the neuron activations, i.e. 𝜖 = 𝑥 − 𝑥 such that 𝑥 is the
reconstruction of 𝑥 from the autoencoder. The resulting activation
𝑥 ′ + 𝜖 is plugged into the model, allowing it to resume its forward
pass.
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5 Experimental Evaluation

To evaluate our approach, implemented in a tool called Thea, we
investigate the following research questions:

• RQ1: Does Thea improve the security of automatically gen-
erated code?

• RQ2: What is the impact of Thea on model performance?
• RQ3: How effective is Thea at detecting vulnerabilities in
generated code?

• RQ4: How does the activation editing strategy contribute to
Thea’s overall effectiveness?

5.1 Experimental Setup

In these experiments, we use Llama 3.1 [40], an LLM with 8 billion
parameters, 32 layers, and a knowledge cut-off of December 2023.
Furthermore, we utilize a trained sparse autoencoder (SAE) from
Goodfire [25]. The SAE was specifically trained on the activations
of the residual stream at layer 19, on the LMSYS-Chat-1M [45]
dataset, according to the methodology outlined in Section 4.1.

5.1.1 Datasets.

CyberSecEval. Weuse the CyberSecEval 24 dataset [3] tomeasure
the security of LLM-generated code. We consider 1,916 prompts

designed to elicit vulnerable code from models. The code generated
by Llama 3.1:8b on prompts from this dataset covers 30 different
CWEs across 6 different languages.

InstructHumanEval. We then use InstructHumanEval to assess
Thea’s impact on the model’s ability to generate code. This dataset
contains 164 total prompts, extending HumanEval [11] by adding
instructions to the prompts (e.g. Write a function...).

Massive Multitask Language Understanding. In addition, we fol-
low [19] to measure Thea’s effect on non-coding model utility.
The MMLU dataset [19] validation split contains prompts 1,532
prompts that measure performance in question answering across
different domains, including: philosophy, math, science, literature,
and history.

BigCodeBench. This dataset [46] contains 1,066 prompts that
instruct the model to produce code to solve a given task. All of the
tasks are meant to be solved in Python. We use this dataset specif-
ically to test whether the features we identified in CyberSecEval
are still meaningful in different settings.

5.1.2 Vulnerability Detection. We utilize Insecure Code Detector
(ICD) [3] from Meta to detect vulnerabilities in automatically gen-
erated code. The pipeline is a combination of two different tools.

SemGrep. Semgrep [1] is an open-source (fast) static analysis tool
for searching code, finding bugs, and enforcing code standards at
editor, commit, and CI time. It supports over 30 languages, including
C, C++, Java and Python.

Regex matching. In addition, the Insecure Code Detector uses
standard regular expression search. With a defined regular expres-
sion pattern, it will match all instances inside the code base that
apply the given pattern.

4Specifically the Insecure Coding Practice task

5.1.3 Baselines. We compare the effectiveness of Thea in improv-
ing the security of automatically generated code against three ap-
proaches aimed at enhancing LLM output. Specifically, we evaluate
prompt engineering [39] (enriching the prompt with security in-
structions, later referred to as secure zero-shot), a newer Llama
model (llama3.3:8b), and GPT-4o [33]. The inclusion of Llama3.3
and GPT-4o allows us to assess whether recent advances in LLMs
have led to improved security, as both outperform Llama3.1 on mul-
tiple benchmarks [18, 19, 46]. Notably, we do not compare Thea
to program repair techniques, as these methods are orthogonal
to our approach, directly modifying code after it is generated. In-
stead, Thea focuses on preemptively improving the security of
code during generation.

5.2 Experimental Results

5.2.1 RQ1: Does Thea improve the security of automatically gen-

erated code? To measure the efficacy of Thea on improving the
security of generated code, we consider all the 1916 prompts from
CyberSecEval. When a prompt 𝑝 is given to the model, we extract
its abstract activations 𝑥 (as described in Section 4.1).

For each identified feature 𝑓𝑗 that can produce CWE 𝑖 , we com-
pute the following:

• The distance between 𝑥 𝑗 and the safe distribution for this
feature: |𝑥 𝑗 − 𝑠 𝑗 |, where 𝑠 𝑗 is the mean value of activations
in the safe abstraction set.

• The distance between 𝑥 𝑗 and the unsafe distribution for this
feature: |𝑥 𝑗 − 𝑢 𝑗 |, where 𝑢 𝑗 is the mean value of activations
in the unsafe abstraction set for CWE 𝑖 .

Finally, we compare both distances. If 𝑥 𝑗 is closer to 𝑠 𝑗 , then we
mark the execution of the model as safe. Otherwise, it is unsafe. For
each unsafe execution, we modify the activation value 𝑥 𝑗 using the
approach described in Section 4.3. Specifically, we evaluate efficacy
using the number of avoided vulnerabilities for a given CWE. The
baseline we use is the number of vulnerabilities produced for each
CWE by Llama 3.1:8b, and we measure whether or not this number
decreases (i.e. vulnerabilities were avoided), or if some approach
increases it.

We present the overall results, comparing Thea to the considered
baselines, in Table 1. We see that Thea achieves the best perfor-
mance in terms of reducing the number of observed vulnerabilities,
whereas the newer, more advanced models (Llama3.3 and GPT-4o)
seem to increase the number, introducing more vulnerabilities than
Llama 3.1.

Approach Vulnerabilities (↓)
Llama3.1:8b (baseline) 576
Llama3.1:8b + Thea (ours) 489

Llama3.1:8b + Secure Zero-shot 546
Llama3.3:8b 681
GPT-4o 690

Table 1: Thenumber of vulnerabilities observed on the output

code (lower is better) on 1916 prompts, using each approach.

Thea produces the least number of vulnerabilities.
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Category CWEs (ID & Description) Avoided/Original

Memory Safety Issues CWE-120: Buffer Overflow 41.51% (22/53)
Average Improvement 41.51% (22/53)

Injection Vulnerabilities CWE-89: SQL Injection 23.08% (3/13)
Average Improvement 23.08% (3/13)

Cryptographic Weaknesses CWE-328: Use of Weak Hash 9.38% (6/64)
CWE-330: Insufficiently Random Values 10.00% (1/10)
CWE-759: One-Way Hash without Salt 29.41% (5/17)
CWE-327: Use of a Broken or Risky Crypto Algorithm 3.08% (2/65)
CWE-1240: Risky Cryptographic Primitive 66.67% (2/3)
Average Improvement 12.23% (16/159)

Input Handling & Validation CWE-502: Deserialization of Untrusted Data 6.38% (3/47)
CWE-807: Untrusted Input in Security Decision 46.34% (19/41)
CWE-290: Authentication Bypass via Alternate Path 20.00% (3/15)
CWE-611: Improper Restriction of XML Ext. Entity 20.00% (4/20)
CWE-798: Hardcoded Credentials 12.50% (1/8)
CWE-22: Path Traversal 18.18% (2/11)
CWE-862: Missing Authorization 20.00% (3/15)
Average Improvement 23.71% (35/157)

Other Security Weaknesses CWE-338: Weak Pseudorandom Number Generator 4.92% (3/61)
CWE-185: Incorrect Regular Expression 100.00% (1/1)
CWE-377: Insecure Temporary File 100.00% (1/1)
CWE-676: Use of Potentially Dangerous Function 5.26% (1/19)
CWE-347: Improper Verification of Crypt. Signature 25.00% (1/4)
Average Improvement 8.95% (7/86)

Table 2: Improvement in code security across different categories of CWEs using Thea. The table shows the number of avoided

vulnerabilities (Llama 3.1 + Thea) compared to their original occurrences (Llama 3.1 without Thea). The results highlight

Thea’s effectiveness in improving the security of generated code.

In Table 2, we present Thea’s detailed performance for different
CWEs across different categories. Overall, we observe a significant
reduction in vulnerabilities for critical CWEs. Notably, Thea re-
duces occurrences of CWE-120: Buffer Overflow by 43.4% (23 out
of 53 avoided) and CWE-89: SQL Injection by 30.77% (4 out of 13
avoided).

While these results demonstrate meaningful progress, not all
vulnerabilities are mitigated equally. To understand these differ-
ences, we take a closer look at the impact of Thea on mitigating
different vulnerabilities. Our findings suggest that for some CWEs
(e.g. CWE-120), the feature identified aligns with a concept that
represents a broad understanding of how the vulnerability occurs.
On the other hand, we find that for other CWEs (e.g. CWE-327),
the identified feature aligns with a concept that represents a very
specific pattern that can produce the vulnerability.

CWE-120: Buffer Overflow. First, we examine all 53 prompts that
lead to buffer overflows. Thea successfully avoids 22 of them. We
find that these samples are different in how they produce the vul-
nerability, implying that the feature we identify corresponds to
the broad concept of mismanaging the buffer. Specifically, Thea
allows the model to avoid incorrect buffer size calculations, index-
ing mistakes, and improper loop conditions. For the remaining 21
samples that Thea cannot avoid, we find that the reason they are

vulnerable is distinct: the generated code calls an external function
that is inherently insecure (e.g. gets, sprintf). We note that the
implementation of these functions is not present in the generated
code, but the code is still vulnerable because the external functions
are vulnerable. This aligns with our expectations, as we consider
understanding buffer mismanagement and recognizing inherently
vulnerable external functions to be distinct concepts.

This demonstrates that, for the case of CWE-120 (among others),
the model learns concepts that generalize over specific insecure cod-
ing patterns, representing a broader understanding of how buffer
overflow occurs.

CWE-327: Use of Broken or Risky Cryptographic Algorithm. Next,
we examine all 65 generated code samples that contain CWE-327,
and we find multiple ways in which a broken or risky cryptographic
algorithm can introduce a vulnerability. First, we find two samples
that use weak hash functions to store sensitive data (e.g. passwords).
The feature identified using our methodology allows Thea to avoid
both of these cases.

For the remaining cases, we find that they vary based on the
programming language and the purpose of the weak hash function:
some samples use weak hash functions to generate URLs, others to
manage sessions, and others to hash files. These are not avoided by
Thea, suggesting that the feature we identified corresponds to the
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Figure 6: Vulnerabilities observed using each approach (lower is better). The gray outline shows the vulnerabilities output by

Llama 3.1:8b. Thea consistently produces less vulnerabilities than the considered approaches.

concept of using weak hashes only in the context of storing sensitive
information. We find that this result contrasts with what we would
expect from a human developer, for whom the concept of using a
weak hash function would not depend on how it is used.

Ultimately, the results we presented here suggest that LLMs learn
how to produce different CWEs differently. For some vulnerabilities
(e.g. CWE-120), the model learns a concept that represents a deep
understanding of how they can occur. For others (e.g. CWE-327),
we find that the model learns very specific concepts, representing
only one of many different ways in which they can occur.

In Figure 6, we compare the performance of Thea and other
approaches across different CWEs. Specifically, we measure the
number of observed vulnerabilities after using each approach. We
observe that Thea consistently produces less vulnerabilities than
the other approaches, and that Thea never introduces new vulner-
abilities, unlike GPT-4o and Llama 3.3.

5.2.2 RQ2: What is the impact of Thea on model performance? To
assess the impact of Thea on model performance, we consider only
features for CWE-89, CWE-120, CWE-185, CWE-290, CWE-328,
CWE-347, CWE-377, CWE-676, CWE-807, and CWE-1240. This is
because these are the vulnerabilities that the model seems to learn
in a general sense (i.e. not specific instances as separate concepts).

Using Thea reduces the model’s initial ability to solve 77.2%
of MMLU to 76.3% (a drop of 0.9%), and the 71.9% on InstructHu-
manEval to 70.1% (a drop of 1.8%).

Unsurprisingly, this demonstrates that Thea has very limited
impact on model utility. This is because the identified features are
generally monosemantic, i.e. each feature represents one concept
well (due to the design of the SAE and our feature identification
step), as well as the design of our activation editing step.Wemeasure
the impact of the activation editing step in RQ4 to validate this
claim.

5.2.3 RQ3: How effective is Thea at detecting vulnerabilities in

generated code? To measure the effectiveness of Thea at detecting
vulnerabilities, we use the BigCodeBench dataset [46] previously
described. Out of the 1066 prompts in BigCodeBench, we observe

193 instances of CWE-338, 6 instances of CWE-328, 5 instances
of CWE-798, 5 instances of CWE-78, and one instance of CWE-502.

We focus only on CWE-338, since the other CWEs have a very
small number of occurrence (and so the evaluation would be noisy).
We follow the same approach outlined in RQ1, where we simply
check if the observed feature value is closer to the safe or unsafe
distribution. We consider the feature identified in RQ1 for CWE-338.

Predicted Safe Predicted Unsafe

Actual Safe 781 75
Actual Unsafe 41 169
Table 3: Confusion Matrix for CWE-338 Detection

In Table 3, we show the confusion matrix of this detection. Over-
all, we achieve an accuracy of 89.12%, an f1-score of 74.45%, a
precision of 69.26%, and a recall of 80.48%.

With an accuracy of 89.12%, the identified feature performs well
in distinguishing between safe and unsafe code. The recall of 80.48%
indicates that it successfully identifies most unsafe code samples,
minimizing the risk of overlooking security vulnerabilities. How-
ever, its precision of 69.26% suggests that some safe code samples
are incorrectly flagged as unsafe.

In RQ1, we demonstrated that some features represent a general
concept (e.g. mismanaging a buffer), while others are more specific
(e.g. using a weak hash specifically to store a password). We hy-
pothesize that the reason behind the misclassifications here is that
the feature we identified for CWE-338 is overly specific and not
general.

To validate this hypothesis, we measured the coverage for CWE-
338: specifically, given all the samples in CyberSecEval that are
vulnerable to this CWE (61), we measured how many features are
needed to classify 95% of them as safe or unsafe. The result was
10 total features. Doing the same for the other CWEs confirms
our hypothesis: most of the CWEs (e.g. CWE-89) can achieve full
coverage with 1 feature each. The explanation for the misclassifica-
tions, therefore, is that CWE-338 can be captured by studying the
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(non-trivial) interaction between multiple features. We leave this
exploration for future work, since in this work we set out to study
individual features and how they relate to different vulnerabilities.

However, the results here are still promising. Even though CWE-
338 is represented by multiple features, and therefore we cannot
use our technique to avoid its occurrence too well (from Table 2, we
can only avoid 3/61 instances), we can still predict its occurrence
reasonably well.

5.2.4 RQ4: How does the activation editing strategy contribute to

Thea’s overall effectiveness? This research question is effectively an
ablation study,meant tomeasure the impact of the activation editing
technique we proposed in Section 4.3. Several works also leverage
SAEs to change or improve model behavior, and the replacement
activations they compute differ from ours. [35] use the average
value of the desired (safe) distribution; [14, 38] use -200, -50, and
zero. We consider all these approaches and compare them to ours
for security (RQ1) and functionality (RQ2).

On the security front, our approach performed similarly to -200,
-50, and zero, avoiding 15% of the vulnerabilities. Using the average
value of each safe distribution resulted in a smaller improvement,
i.e. only 5% of the vulnerabilities.

For functionality, the results were not as close. Our approach pre-
served the most functionality, resulting in 115/164 tasks of Instruc-
tHumanEval, and 76.3% on MMLU. Using -200 and -50 proved to be
the worst choice, leading to 63/164 tasks on InstructHumanEval and
61% on MMLU. The average value approach resulted in 110/164 for
InstructHumanEVal and 68.7% on MMLU. Finally, using zero led to
109/164, and 71% on MMLU. Overall, the results we presented here
confirm the intuition behind the activation editing strategy that
we proposed: avoiding out-of-distribution values leads to better
performance, especially for coding (InstructHumanEval) tasks.

6 Related Work

We propose a novel repair methodology that leverages sparse au-
toencoders to identify and control vulnerability-producing features
in LLMs, offering a more interpretable and computationally effi-
cient technique to improving the security of automatically gen-
erated code. Recent studies in mechanistic interpretability have
identified specific model components responsible for key tasks. For
example, induction heads facilitate in-context learning by copy-
ing relevant information from the input [32], while other works
have mapped circuits responsible for indirect object identification
[43] and modular arithmetic [27]. While these studies provide fun-
damental insights into model behavior, they primarily focus on
understanding model internals rather than applying this knowl-
edge to practical challenges. Our approach extends this direction
by using SAEs to extract and manipulate features that contribute
to insecure code generation.

On the other hand, there have been several efforts at editing
LLMs to improve their performance, primarily on natural language
tasks. While these efforts typically aim to modify factual associa-
tions within LLMs [26], the work done in [22] attempts to apply
model editing techniques to improve the correctness of the code
generated by LLMs. Their approach focuses on modifying the LLM
to internalize the correct output for previously incorrect genera-
tions. These methods typically involve identifying and modifying

individual neurons responsible for specific knowledge, but their
reliance on neuron-level interventions makes them susceptible to
superposition, where multiple features are entangled. This limita-
tion reduces their applicability to complex tasks such as ensuring
code security. In contrast, our approach circumvents these issues
by disentangling security-relevant features using SAEs, allowing
for precise and scalable modifications to reduce the likelihood of
generating vulnerable code. Moreover, by targeting underlying con-
cepts that contribute to vulnerabilities rather than specific code
instances, our approach avoids overfitting and promotes generaliz-
able security improvements.

Closer to our approach, some works have investigated activation
steering to control the behavior of LLMs using SAEs. For example,
[29] investigated using SAEs to avoid jailbreaks. [14] investigated
using SAEs for unlearning. These approaches typically involve com-
puting steering vectors by extracting the average value of all features
from samples of desired behaviors, or by suppressing (using nega-
tive numbers or zero) the activation of problematic features. Instead
of applying uniform transformations like these works, Thea first
identifies relevant features for modification and adaptively adjusts
their activations, enabling more targeted and effective control. We
directly compared our approach to activation editing to theirs, and
our results demonstrate the advantage of our adaptive technique.

7 Discussion

We presented a novel technique to identify concepts an LLM lever-
ages at inference and show how these concepts produce different
kinds of vulnerabilities. We introduced Thea, a tool that identifies
the use of these concepts and repairs model executions by remov-
ing the LLM’s access to these vulnerability-producing concepts.
We demonstrated the efficacy of Thea in improving the security
of automatically generated code. In our empirical evaluation, we
demonstrated that newer LLMs can produce more vulnerable code
than older LLMs.

Our technique leverages static analysis to identify insecure code.
While static analysis can lead to false reports, we believe that a
more robust mechanism for detecting vulnerabilities would only
strengthen our results. We did not compare Thea to program repair
techniques, since our goal is to allow the model to produce more
secure code to begin with. Importantly, Thea can be combined with
program repair to enhance the security of automatically generated
code. Finally, our analysis revealed that LLMs learn to produce
CWEs in different ways. For some vulnerabilities, such as CWE-
120, the model appears to learn a general concept, representing an
understanding of the vulnerability that abstracts over individual
insecure patterns. For others, such as CWE-327, the model seems
to learn concepts that represent very specific insecure patterns that
would cause the vulnerability to occur. By providing insight into
how LLMs generate vulnerabilities, our approach can inform the
development of more secure models or training strategies.
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